OOP Problem Statement

1. Create the CaesarCipher class with the following parts:

* Private fields for the alphabet and shiftedAlphabet
* Write a constructor CaesarCipher that has one int parameter key. This method should initialize all the private fields of the class.
* Write an encrypt method that has one String parameter named input. This method returns a String that is the input encrypted using shiftedAlphabet.
* Write a decrypt method that has one String parameter named input. This method returns a String that is the encrypted String decrypted using the key associated with this CaesarCipher object. One way to do this is to create another private field mainKey, which is initialized to be the value of key. Then you can create a CaesarCipher object within decrypt: CaesarCipher cc = new CaesarCipher(26 - mainKey); and call cc.encrypt(input).
* Create the TestCaesarCipher class with the following parts:
* Create a CaesarCipher object with key 18, encrypt the String read in using the Scanner class object, print the encrypted String, and decrypt the encrypted String using the decrypt method.
* import java.util.Scanner;
* public class CaesarCipher {
* private String alphabet;
* private String shiftedAlphabet;
* private int mainKey;
* // Constructor
* public CaesarCipher(int key) {
* alphabet = "ABCDEFGHIJKLMNOPQRSTUVWXYZ";
* shiftedAlphabet = alphabet.substring(key) + alphabet.substring(0, key);
* mainKey = key;
* }
* // Encrypt method
* public String encrypt(String input) {
* StringBuilder encrypted = new StringBuilder();
* for (char c : input.toUpperCase().toCharArray()) {
* int idx = alphabet.indexOf(c);
* if (idx != -1) {
* encrypted.append(shiftedAlphabet.charAt(idx));
* } else {
* encrypted.append(c); // Leave non-alphabetic characters unchanged
* }
* }
* return encrypted.toString();
* }
* // Decrypt method
* public String decrypt(String input) {
* CaesarCipher cc = new CaesarCipher(26 - mainKey);
* return cc.encrypt(input);
* }
* // Main method for testing
* public static void main(String[] args) {
* Scanner scanner = new Scanner(System.in);
* System.out.print("Enter a string to encrypt: ");
* String input = scanner.nextLine();
* CaesarCipher cipher = new CaesarCipher(18);
* String encrypted = cipher.encrypt(input);
* System.out.println("Encrypted string: " + encrypted);
* String decrypted = cipher.decrypt(encrypted);
* System.out.println("Decrypted string: " + decrypted);
* }
* }

1. Create the URLFinder class with the following parts:

· Private fields for the url

· Write a constructor URLFinder that has one int parameter url. This method should initialize all the private fields of the class.

* Write an urlChecker method that has one String parameter named inputUrl. This method returns a Boolean “true” for valid url.
* Create the TestURLFinder class with the following parts:
* create a URLFinder object with String read in using the Scanner class
* import java.util.Scanner;
* import java.net.URL;
* import java.net.MalformedURLException;
* public class URLFinder {
* private String url;
* // Constructor
* public URLFinder(String url) {
* this.url = url;
* }
* // Method to check if URL is valid
* public boolean urlChecker(String inputUrl) {
* try {
* new URL(inputUrl); // Try to create a URL object
* return true;
* } catch (MalformedURLException e) {
* return false;
* }
* }
* // Main method for testing
* public static void main(String[] args) {
* Scanner scanner = new Scanner(System.in);
* System.out.print("Enter a URL to check: ");
* String userInput = scanner.nextLine();
* URLFinder finder = new URLFinder(userInput);
* boolean isValid = finder.urlChecker(userInput);
* if (isValid) {
* System.out.println("The URL is valid.");
* } else {
* System.out.println("The URL is invalid.");
* }
* }
* }

1. Perform the following operations on given matrix

|  |  |  |
| --- | --- | --- |
| 1 | 2 | 3 |
| 4 | 5 | 6 |
| 7 | 8 | 9 |

M =

1. Transpose
2. Determinant
3. Inverse
4. public class MatrixOperations {
5. // Function to print a matrix
6. public static void printMatrix(double[][] matrix) {
7. for (double[] row : matrix) {
8. for (double val : row)
9. System.out.print(val + " ");
10. System.out.println();
11. }
12. }
13. // 1. Transpose of a matrix
14. public static double[][] transpose(double[][] matrix) {
15. double[][] result = new double[3][3];
16. for (int i = 0; i < 3; i++)
17. for (int j = 0; j < 3; j++)
18. result[j][i] = matrix[i][j];
19. return result;
20. }
21. // 2. Determinant of a 3x3 matrix
22. public static double determinant(double[][] m) {
23. return m[0][0]\*(m[1][1]\*m[2][2] - m[1][2]\*m[2][1]) -
24. m[0][1]\*(m[1][0]\*m[2][2] - m[1][2]\*m[2][0]) +
25. m[0][2]\*(m[1][0]\*m[2][1] - m[1][1]\*m[2][0]);
26. }
27. // 3. Inverse of a 3x3 matrix (if determinant ≠ 0)
28. public static double[][] inverse(double[][] m) {
29. double det = determinant(m);
30. if (det == 0) {
31. return null;
32. }
33. double[][] inv = new double[3][3];
34. inv[0][0] = (m[1][1]\*m[2][2] - m[1][2]\*m[2][1]) / det;
35. inv[0][1] = -(m[0][1]\*m[2][2] - m[0][2]\*m[2][1]) / det;
36. inv[0][2] = (m[0][1]\*m[1][2] - m[0][2]\*m[1][1]) / det;
37. inv[1][0] = -(m[1][0]\*m[2][2] - m[1][2]\*m[2][0]) / det;
38. inv[1][1] = (m[0][0]\*m[2][2] - m[0][2]\*m[2][0]) / det;
39. inv[1][2] = -(m[0][0]\*m[1][2] - m[0][2]\*m[1][0]) / det;
40. inv[2][0] = (m[1][0]\*m[2][1] - m[1][1]\*m[2][0]) / det;
41. inv[2][1] = -(m[0][0]\*m[2][1] - m[0][1]\*m[2][0]) / det;
42. inv[2][2] = (m[0][0]\*m[1][1] - m[0][1]\*m[1][0]) / det;
43. return inv;
44. }
45. public static void main(String[] args) {
46. double[][] M = {
47. {1, 2, 3},
48. {4, 5, 4},
49. {7, 8, 3}
50. };
51. System.out.println("Original Matrix:");
52. printMatrix(M);
53. // Transpose
54. System.out.println("\n1. Transpose:");
55. printMatrix(transpose(M));
56. // Determinant
57. double det = determinant(M);
58. System.out.println("\n2. Determinant: " + det);
59. // Inverse
60. System.out.println("\n3. Inverse:");
61. double[][] inv = inverse(M);
62. if (inv == null) {
63. System.out.println("Inverse does not exist (determinant is 0).");
64. } else {
65. printMatrix(inv);
66. }
67. }
68. }
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4) B) Write a Java program to print the number triangle

![](data:image/png;base64,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)

import java.util.Scanner;

public class TrianglePatterns {

    // Function to print Pascal's Triangle

    static void printPascalsTriangle(int rows) {

        for (int i = 0; i < rows; i++) {

            // Print spaces

            for (int space = 0; space < rows - i; space++) {

                System.out.print(" ");

            }

            int number = 1;

            for (int j = 0; j <= i; j++) {

                System.out.print(number + " ");

                number = number \* (i - j) / (j + 1); // Formula for nCr

            }

            System.out.println();

        }

    }

    // Function to print Number Triangle

    static void printNumberTriangle(int rows) {

        int number = 1;

        for (int i = 1; i <= rows; i++) {

            // Print spaces

            for (int space = 1; space <= rows - i; space++) {

                System.out.print(" ");

            }

            for (int j = 1; j <= i; j++) {

                System.out.print(number + " ");

                number++;

            }

            System.out.println();

        }

    }

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        System.out.print("Enter number of rows: ");

        int rows = sc.nextInt();

        System.out.println("\nPascal's Triangle:");

        printPascalsTriangle(rows);

        System.out.println("\nNumber Triangle:");

        printNumberTriangle(rows);

    }

}

5)

1. An ArrayList consists of 1-25 numbers. Write a Java program to remove prime numbers from an ArrayList using an iterator.
2. import java.util.ArrayList;
3. import java.util.Iterator;
4. public class RemovePrimes {
5. // Function to check if a number is prime
6. public static boolean isPrime(int num) {
7. if (num <= 1){
8. return false;
9. }
10. for (int i = 2; i <= num / 2; i++) {
11. if (num % i == 0){
12. return false;
13. }
14. }
15. return true;
16. }
17. public static void main(String[] args) {
18. ArrayList<Integer> numbers = new ArrayList<>();
19. // Add numbers from 1 to 25
20. for (int i = 1; i <= 25; i++) {
21. numbers.add(i);
22. }
23. System.out.println("Original List: " + numbers);
24. // Use iterator to remove prime numbers
25. Iterator<Integer> it = numbers.iterator();
26. while (it.hasNext()) {
27. int num = it.next();
28. if (isPrime(num)) {
29. it.remove();
30. }
31. }
32. System.out.println("After removing prime numbers: " + numbers);
33. }
34. }

B.Write a Java program to

a. Create and traverse (or iterate) an ArrayList using a for-loop, iterator, and advance for-loop.

b. Check if the element(value) exists in the ArrayList?

C. Add element at the particular index of the ArrayList?

import java.util.ArrayList;

import java.util.Iterator;

public class ArrayListOperations {

    public static void main(String[] args) {

        // Create ArrayList

        ArrayList<String> fruits = new ArrayList<>();

        // Add elements to the ArrayList

        fruits.add("Apple");

        fruits.add("Banana");

        fruits.add("Mango");

        fruits.add("Orange");

        System.out.println("Original List: " + fruits);

        // a. Traverse using for loop

        System.out.println("\nTraverse using for loop:");

        for (int i = 0; i < fruits.size(); i++) {

            System.out.println(fruits.get(i));

        }

        // a. Traverse using iterator

        System.out.println("\nTraverse using Iterator:");

        Iterator<String> iterator = fruits.iterator();

        while (iterator.hasNext()) {

            System.out.println(iterator.next());

        }

        // a. Traverse using enhanced for-loop

        System.out.println("\nTraverse using enhanced for-loop:");

        for (String fruit : fruits) {

            System.out.println(fruit);

        }

        // b. Check if an element exists

        String search = "Mango";

        if (fruits.contains(search)) {

            System.out.println("\n" + search + " is in the list.");

        } else {

            System.out.println("\n" + search + " is NOT in the list.");

        }

        // c. Add element at specific index

        fruits.add(2, "Pineapple"); // Adding at index 2

        System.out.println("\nList after adding 'Pineapple' at index 2:");

        System.out.println(fruits);

    }

}

6)

* Write a Java program to find the largest and smallest elements in an array of integers.
* Implement a function to reverse an array in place.
* Given two arrays, write a method to merge them into a single sorted array.

import java.util.Arrays;

import java.util.Scanner;

public class ArrayOperations {

// Function to find the largest and smallest elements in an array

public static void findLargestAndSmallest(int[] arr) {

int largest = arr[0];

int smallest = arr[0];

for (int i = 1; i < arr.length; i++) {

if (arr[i] > largest) {

largest = arr[i];

}

if (arr[i] < smallest) {

smallest = arr[i];

}

}

System.out.println("Largest element: " + largest);

System.out.println("Smallest element: " + smallest);

}

// Function to reverse an array in place

public static void reverseArray(int[] arr) {

int left = 0;

int right = arr.length - 1;

while (left < right) {

// Swap elements

int temp = arr[left];

arr[left] = arr[right];

arr[right] = temp;

// Move the pointers

left++;

right--;

}

}

// Function to merge two arrays into a single sorted array

public static int[] mergeArrays(int[] arr1, int[] arr2) {

int n = arr1.length + arr2.length;

int[] mergedArray = new int[n];

// Copy elements of arr1 and arr2 into the merged array

System.arraycopy(arr1, 0, mergedArray, 0, arr1.length);

System.arraycopy(arr2, 0, mergedArray, arr1.length, arr2.length);

// Sort the merged array

Arrays.sort(mergedArray);

return mergedArray;

}

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Task 1: Get user input for array 1

System.out.println("Enter the number of elements for Array 1: ");

int n1 = scanner.nextInt();

int[] arr1 = new int[n1];

System.out.println("Enter the elements for Array 1: ");

for (int i = 0; i < n1; i++) {

arr1[i] = scanner.nextInt();

}

// Task 2: Get user input for array 2

System.out.println("Enter the number of elements for Array 2: ");

int n2 = scanner.nextInt();

int[] arr2 = new int[n2];

System.out.println("Enter the elements for Array 2: ");

for (int i = 0; i < n2; i++) {

arr2[i] = scanner.nextInt();

}

// Task 3: Find the largest and smallest elements

findLargestAndSmallest(arr1);

// Task 4: Reverse the array

reverseArray(arr1);

System.out.println("Reversed Array 1: " + Arrays.toString(arr1));

// Task 5: Merge two arrays and display the sorted array

int[] mergedArray = mergeArrays(arr1, arr2);

System.out.println("Merged and sorted array: " + Arrays.toString(mergedArray));

scanner.close(); // Close the scanner to avoid resource leak

}

}

7)

* + Write a program to check if a given string is a palindrome.
  + Implement a function to count the occurrences of a specific character in a string.
  + Write a program to remove all whitespace from a string.
* import java.util.Scanner;
* public class StringOperations {
* // Function to check if a string is a palindrome
* public static boolean isPalindrome(String str) {
* int left = 0;
* int right = str.length() - 1;
* // Compare characters from both ends
* while (left < right) {
* if (str.charAt(left) != str.charAt(right)) {
* return false; // Not a palindrome if characters don't match
* }
* left++;
* right--;
* }
* return true; // It is a palindrome if all characters match
* }
* // Function to count occurrences of a specific character in a string
* public static int countOccurrences(String str, char ch) {
* int count = 0;
* // Loop through the string and count occurrences of the character
* for (int i = 0; i < str.length(); i++) {
* if (str.charAt(i) == ch) {
* count++;
* }
* }
* return count;
* }
* // Function to remove all whitespace from a string
* public static String removeWhitespace(String str) {
* return str.replaceAll("\\s+", ""); // Remove all spaces using regular expression
* }
* public static void main(String[] args) {
* Scanner scanner = new Scanner(System.in);
* // Task 1: Check if a given string is a palindrome
* System.out.print("Enter a string to check if it is a palindrome: ");
* String str1 = scanner.nextLine();
* if (isPalindrome(str1)) {
* System.out.println("The string is a palindrome.");
* } else {
* System.out.println("The string is not a palindrome.");
* }
* // Task 2: Count occurrences of a specific character
* System.out.print("Enter a string to count character occurrences: ");
* String str2 = scanner.nextLine();
* System.out.print("Enter the character to count: ");
* char ch = scanner.next().charAt(0);
* int count = countOccurrences(str2, ch);
* System.out.println("The character '" + ch + "' appears " + count + " times.");
* // Task 3: Remove all whitespace from a string
* System.out.print("Enter a string to remove all whitespaces: ");
* scanner.nextLine(); // Consume newline left by nextInt()
* String str3 = scanner.nextLine();
* String result = removeWhitespace(str3);
* System.out.println("String without whitespace: " + result);
* scanner.close(); // Close the scanner to avoid resource leak
* }
* }

8) Design a class BankAccount with methods for deposit, withdraw, and check balance. Implement exception handling for insufficient funds during withdrawal.

import java.util.Scanner;

// Custom Exception for Insufficient Funds

class InsufficientFundsException extends Exception {

    public InsufficientFundsException(String message) {

        super(message);

    }

}

// BankAccount class

public class BankAccount {

    private double balance;

    // Constructor

    public BankAccount(double initialBalance) {

        this.balance = initialBalance;

    }

    // Method to deposit money

    public void deposit(double amount) {

        if (amount > 0) {

            balance += amount;

            System.out.println("₹" + amount + " deposited successfully.");

        } else {

            System.out.println("Deposit amount must be positive.");

        }

    }

    // Method to withdraw money

    public void withdraw(double amount) throws InsufficientFundsException {

        if (amount <= 0) {

            System.out.println("Withdrawal amount must be positive.");

        } else if (amount > balance) {

            throw new InsufficientFundsException("Insufficient funds! Available balance: ₹" + balance);

        } else {

            balance -= amount;

            System.out.println("₹" + amount + " withdrawn successfully.");

        }

    }

    // Method to check balance

    public void checkBalance() {

        System.out.println("Current balance: ₹" + balance);

    }

    // Main method with user input

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        System.out.print("Enter initial balance: ");

        double initialBalance = scanner.nextDouble();

        BankAccount account = new BankAccount(initialBalance);

        int choice;

        do {

            System.out.println("\n--- Bank Menu ---");

            System.out.println("1. Deposit");

            System.out.println("2. Withdraw");

            System.out.println("3. Check Balance");

            System.out.println("4. Exit");

            System.out.print("Enter your choice: ");

            choice = scanner.nextInt();

            switch (choice) {

                case 1:

                    System.out.print("Enter amount to deposit: ₹");

                    double depositAmount = scanner.nextDouble();

                    account.deposit(depositAmount);

                    break;

                case 2:

                    System.out.print("Enter amount to withdraw: ₹");

                    double withdrawAmount = scanner.nextDouble();

                    try {

                        account.withdraw(withdrawAmount);

                    } catch (InsufficientFundsException e) {

                        System.out.println("Error: " + e.getMessage());

                    }

                    break;

                case 3:

                    account.checkBalance();

                    break;

                case 4:

                    System.out.println("Thank you for using our banking system.");

                    break;

                default:

                    System.out.println("Invalid choice. Please try again.");

            }

        } while (choice != 4);

        scanner.close();

    }

}

9) Write a program to read data from a text file using IO Stream class and display the number of characters and words on the console.

import java.io.File;

import java.io.FileInputStream;

import java.io.FileOutputStream;

import java.io.IOException;

public class ReadFileCount {

    public static void main(String[] args) {

        String fileName = "input.txt";

        FileInputStream fis = null;

        int charCount = 0;

        int wordCount = 0;

        try {

            // Check if file exists, if not create it with default content

            File file = new File(fileName);

            if (!file.exists()) {

                System.out.println("File not found. Creating " + fileName + " with sample content...");

                FileOutputStream fos = new FileOutputStream(file);

                String defaultContent = "This is an input file.\nIt is made by Radha.";

                fos.write(defaultContent.getBytes());

                fos.close();

            }

            fis = new FileInputStream(file);

            StringBuilder content = new StringBuilder();

            int byteRead;

            while ((byteRead = fis.read()) != -1) {

                char c = (char) byteRead;

                content.append(c);

                charCount++;

            }

            // Trim and split the content to count words

            String text = content.toString().trim();

            if (!text.isEmpty()) {

                String[] words = text.split("\\s+"); // Split on whitespace

                wordCount = words.length;

            }

            // Display results

            System.out.println("Number of characters: " + charCount);

            System.out.println("Number of words: " + wordCount);

        } catch (IOException e) {

            System.out.println("An error occurred while processing the file: " + e.getMessage());

        } finally {

            try {

                if (fis != null)

                    fis.close();

            } catch (IOException e) {

                System.out.println("Failed to close the file input stream.");

            }

        }

    }

}

10)

1. Write a program to find the greatest common divisor (GCD) of two numbers.
2. Write a program to convert a decimal number to binary.

import java.util.Scanner;

public class GCDAndDecimalToBinary {

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        // Input for GCD calculation

        System.out.print("Enter first number for GCD: ");

        int a = scanner.nextInt();

        System.out.print("Enter second number for GCD: ");

        int b = scanner.nextInt();

        // Calculate GCD

        int gcd = findGCD(a, b);

        System.out.println("GCD of " + a + " and " + b + " is: " + gcd);

        // Input for Decimal to Binary conversion

        System.out.print("Enter a decimal number to convert to binary: ");

        int decimal = scanner.nextInt();

        // Convert decimal to binary manually

        String binary = decimalToBinary(decimal);

        System.out.println("Binary representation: " + binary);

        scanner.close();

    }

    // Euclidean algorithm to find GCD

    static int findGCD(int a, int b) {

        while (b != 0) {

            int temp = b;

            b = a % b;

            a = temp;

        }

        return a;

    }

    // Manual method to convert decimal to binary

    static String decimalToBinary(int num) {

        StringBuilder binary = new StringBuilder();

        // Edge case when number is 0

        if (num == 0) {

            binary.append("0");

        } else {

            while (num > 0) {

                binary.insert(0, num % 2); // Insert the remainder (0 or 1) at the start

                num = num / 2; // Update the number by dividing it by 2

            }

        }

        return binary.toString();

    }

}

11) Create the CarAssembly class which implements Runnable interface with the following parts:

* Private fields for the componentName(String) and timeToPrepare(int)
* Write a constructor CarAssembly that has two parameters componentName and timeToPrepare . This method should initialize all the private fields of the class.
* Write an run method that has sleep method which takes timeToPrepare parameter. The sleep method is invoveked between two print statements componentName is preparing & componentName is ready.
* Components names and their preparation times are as follows
* Engine-3000, Body-4000, Wheels-5000

Create three threads namely engineThread, bodyThread, wheelThread and use Join method for Sysnchronization.

public class CarAssembly implements Runnable {

    // Private fields

    private String componentName;

    private int timeToPrepare;

    // Constructor

    public CarAssembly(String componentName, int timeToPrepare) {

        this.componentName = componentName;

        this.timeToPrepare = timeToPrepare;

    }

    // Run method

    @Override

    public void run() {

        try {

            // Simulate preparation time with sleep

            System.out.println(componentName + " is preparing");

            Thread.sleep(timeToPrepare);

            System.out.println(componentName + " is ready");

        } catch (InterruptedException e) {

            System.out.println("Thread interrupted: " + e.getMessage());

        }

    }

    // Main method

    public static void main(String[] args) {

        // Create CarAssembly objects for different components

        CarAssembly engine = new CarAssembly("Engine", 3000);

        CarAssembly body = new CarAssembly("Body", 4000);

        CarAssembly wheels = new CarAssembly("Wheels", 5000);

        // Create threads for each component

        Thread engineThread = new Thread(engine);

        Thread bodyThread = new Thread(body);

        Thread wheelThread = new Thread(wheels);

        // Start the threads

        engineThread.start();

        bodyThread.start();

        wheelThread.start();

        try {

            // Use join to synchronize the threads (ensure each part is ready before the next starts)

            engineThread.join();

            bodyThread.join();

            wheelThread.join();

        } catch (InterruptedException e) {

            System.out.println("Main thread interrupted: " + e.getMessage());

        }

        System.out.println("Car assembly completed!");

    }

}

12) Design a Java program to manage an ArrayList of integers that supports dynamic insertion at any position, deletion, updating values, and efficiently computing the sum of elements between two given indices after each modification.

|  |  |
| --- | --- |
| Sample Input | Sample Output |
| insert 0 5  insert 1 10  insert 1 15  update 2 20  sum 0 2  delete 1  sum 0 1 | [5]  [5, 10]  [5, 15, 10]  [5, 15, 20]  25  [5, 20]  25 |

import java.util.\*;

public class ArrayListManager {

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        ArrayList<Integer> list = new ArrayList<>();

        while (sc.hasNextLine()) {

            String line = sc.nextLine().trim();

            if (line.isEmpty()) break;

            String[] parts = line.split(" ");

            String cmd = parts[0];

            try {

                switch (cmd) {

                    case "insert":

                        list.add(Integer.parseInt(parts[1]), Integer.parseInt(parts[2]));

                        System.out.println(list);

                        break;

                    case "delete":

                        list.remove((int) Integer.parseInt(parts[1]));

                        System.out.println(list);

                        break;

                    case "update":

                        list.set(Integer.parseInt(parts[1]), Integer.parseInt(parts[2]));

                        System.out.println(list);

                        break;

                    case "sum":

                        int from = Integer.parseInt(parts[1]);

                        int to = Integer.parseInt(parts[2]);

                        int sum = 0;

                        for (int i = from; i <= to; i++) sum += list.get(i);

                        System.out.println(sum);

                        break;

                    default:

                        System.out.println("Invalid command");

                }

            } catch (Exception e) {

                System.out.println("Error: " + e.getMessage());

            }

        }

        sc.close();

    }

}

13) Write a Java program using HashMap to add, remove, and track the frequency of words. You also need to find the most frequent word, and if there’s a tie, return the smallest word alphabetically. The program should handle up to 10^5 operations efficiently.

|  |  |
| --- | --- |
| Sample Input | Sample Output |
| add apple  add banana  add apple  remove apple  query apple  mostFrequent | Frequency of 'apple': 1  Most frequent word: banana |

import java.util.\*;

public class Hashmap {

    public static void main(String[] args) {

        Scanner sc = new Scanner(System.in);

        HashMap<String, Integer> freqMap = new HashMap<>();

        while (sc.hasNextLine()) {

            String line = sc.nextLine().trim();

            if (line.isEmpty()) break;

            String[] parts = line.split(" ");

            String command = parts[0];

            switch (command) {

                case "add":

                    String wordToAdd = parts[1];

                    freqMap.put(wordToAdd, freqMap.getOrDefault(wordToAdd, 0) + 1);

                    break;

                case "remove":

                    String wordToRemove = parts[1];

                    freqMap.put(wordToRemove, Math.max(freqMap.getOrDefault(wordToRemove, 0) - 1, 0));

                    break;

                case "query":

                    String wordToQuery = parts[1];

                    System.out.println("Frequency of '" + wordToQuery + "': " + freqMap.getOrDefault(wordToQuery, 0));

                    break;

                case "mostFrequent":

                    int maxFreq = 0;

                    String mostFreqWord = "";

                    for (Map.Entry<String, Integer> entry : freqMap.entrySet()) {

                        String word = entry.getKey();

                        int freq = entry.getValue();

                        if (freq > maxFreq || (freq == maxFreq && word.compareTo(mostFreqWord) < 0)) {

                            maxFreq = freq;

                            mostFreqWord = word;

                        }

                    }

                    if (maxFreq > 0)

                        System.out.println("Most frequent word: " + mostFreqWord);

                    else

                        System.out.println("No words found");

                    break;

                default:

                    System.out.println("Invalid command");

            }

        }

        sc.close();

    }

}

14) Design and implement a multi-threaded banking system in Java that simulates multiple users performing concurrent transactions on shared bank accounts. Each transaction can be a deposit, withdrawal, or transfer between accounts.

class BankAccount {

    private int balance;

    private final int accountId;

    public BankAccount(int accountId, int initialBalance) {

        this.accountId = accountId;

        this.balance = initialBalance;

    }

    public synchronized void deposit(int amount) {

        balance += amount;

        System.out.println("Account " + accountId + ": Deposited " + amount + ", Balance = " + balance);

    }

    public synchronized void withdraw(int amount) {

        if (balance >= amount) {

            balance -= amount;

            System.out.println("Account " + accountId + ": Withdrawn " + amount + ", Balance = " + balance);

        } else {

            System.out.println("Account " + accountId + ": Insufficient balance for withdrawal of " + amount);

        }

    }

    public synchronized int getBalance() {

        return balance;

    }

    public int getAccountId() {

        return accountId;

    }

    public static void transfer(BankAccount from, BankAccount to, int amount) {

        synchronized (from) {

            synchronized (to) {

                if (from.getBalance() >= amount) {

                    from.withdraw(amount);

                    to.deposit(amount);

                    System.out.println("Transferred " + amount + " from Account " + from.getAccountId() + " to Account " + to.getAccountId());

                } else {

                    System.out.println("Transfer failed: Insufficient funds in Account " + from.getAccountId());

                }

            }

        }

    }

}

class Transaction implements Runnable {

    private final BankAccount from;

    private final BankAccount to;

    private final int amount;

    private final String type;

    public Transaction(BankAccount from, BankAccount to, int amount, String type) {

        this.from = from;

        this.to = to;

        this.amount = amount;

        this.type = type;

    }

    @Override

    public void run() {

        switch (type) {

            case "deposit":

                from.deposit(amount);

                break;

            case "withdraw":

                from.withdraw(amount);

                break;

            case "transfer":

                BankAccount.transfer(from, to, amount);

                break;

        }

    }

}

public class BankSystem {

    public static void main(String[] args) {

        BankAccount acc1 = new BankAccount(101, 1000);

        BankAccount acc2 = new BankAccount(102, 500);

        Thread t1 = new Thread(new Transaction(acc1, null, 200, "deposit"));

        Thread t2 = new Thread(new Transaction(acc1, null, 300, "withdraw"));

        Thread t3 = new Thread(new Transaction(acc1, acc2, 150, "transfer"));

        Thread t4 = new Thread(new Transaction(acc2, acc1, 100, "transfer"));

        t1.start();

        t2.start();

        t3.start();

        t4.start();

    }

}

15)Design a shopping cart program where users can add items, apply discount codes, and check out. Use custom exceptions to handle scenarios like invalid coupon codes, out-of-stock items, and negative quantity inputs. (Exception handling)

// Custom Exceptions

class InvalidCouponException extends Exception {

    public InvalidCouponException(String message) {

        super(message);

    }

}

class OutOfStockException extends Exception {

    public OutOfStockException(String message) {

        super(message);

    }

}

class NegativeQuantityException extends Exception {

    public NegativeQuantityException(String message) {

        super(message);

    }

}

// Item class

class Item {

    String name;

    int price;

    int stock;

    public Item(String name, int price, int stock) {

        this.name = name;

        this.price = price;

        this.stock = stock;

    }

}

// Shopping Cart

class ShoppingCart {

    private int total = 0;

    private int discount = 0;

    public void addItem(Item item, int quantity) throws NegativeQuantityException, OutOfStockException {

        if (quantity < 0) throw new NegativeQuantityException("Quantity cannot be negative.");

        if (quantity > item.stock) throw new OutOfStockException("Not enough stock for " + item.name);

        total += item.price \* quantity;

        item.stock -= quantity;

        System.out.println(quantity + " x " + item.name + " added to cart.");

    }

    public void applyCoupon(String code) throws InvalidCouponException {

        if (code.equals("SAVE10")) {

            discount = 10;

            System.out.println("Coupon applied: 10% off");

        } else {

            throw new InvalidCouponException("Invalid coupon code.");

        }

    }

    public void checkout() {

        int discountedTotal = total - (total \* discount / 100);

        System.out.println("Final total after discount: ₹" + discountedTotal);

    }

}

// Main class

public class ShoppingApp {

    public static void main(String[] args) {

        Item laptop = new Item("Laptop", 50000, 5);

        Item phone = new Item("Phone", 20000, 2);

        ShoppingCart cart = new ShoppingCart();

        try {

            cart.addItem(laptop, 1);

            cart.addItem(phone, 2);

            cart.applyCoupon("SAVE10");

            cart.checkout();

        } catch (InvalidCouponException | OutOfStockException | NegativeQuantityException e) {

            System.out.println("Error: " + e.getMessage());

        }

    }

}

16) Design an interface Vehicle with methods startRide(), endRide(), and calculateFare(int distance). Implement classes like Bike, Auto, and Cab, where each vehicle calculates fares differently. Use a PricingStrategy interface to dynamically adjust fares based on conditions like peak hours and holidays.

// Vehicle interface

interface Vehicle {

    void startRide();

    void endRide();

    int calculateFare(int distance);

}

// PricingStrategy interface

interface PricingStrategy {

    int adjustFare(int baseFare);

}

// PeakHourStrategy

class PeakHourStrategy implements PricingStrategy {

    public int adjustFare(int baseFare) {

        return baseFare + (baseFare \* 20 / 100); // 20% extra

    }

}

// HolidayStrategy

class HolidayStrategy implements PricingStrategy {

    public int adjustFare(int baseFare) {

        return baseFare + 50; // flat ₹50 extra

    }

}

// No Extra Charges

class NormalStrategy implements PricingStrategy {

    public int adjustFare(int baseFare) {

        return baseFare; // no change

    }

}

// Bike class

class Bike implements Vehicle {

    PricingStrategy strategy;

    public Bike(PricingStrategy strategy) {

        this.strategy = strategy;

    }

    public void startRide() {

        System.out.println("Bike ride started.");

    }

    public void endRide() {

        System.out.println("Bike ride ended.");

    }

    public int calculateFare(int distance) {

        int baseFare = distance \* 5;

        return strategy.adjustFare(baseFare);

    }

}

// Auto class

class Auto implements Vehicle {

    PricingStrategy strategy;

    public Auto(PricingStrategy strategy) {

        this.strategy = strategy;

    }

    public void startRide() {

        System.out.println("Auto ride started.");

    }

    public void endRide() {

        System.out.println("Auto ride ended.");

    }

    public int calculateFare(int distance) {

        int baseFare = distance \* 8;

        return strategy.adjustFare(baseFare);

    }

}

// Cab class

class Cab implements Vehicle {

    PricingStrategy strategy;

    public Cab(PricingStrategy strategy) {

        this.strategy = strategy;

    }

    public void startRide() {

        System.out.println("Cab ride started.");

    }

    public void endRide() {

        System.out.println("Cab ride ended.");

    }

    public int calculateFare(int distance) {

        int baseFare = distance \* 12;

        return strategy.adjustFare(baseFare);

    }

}

// Main class

public class RideSystem {

    public static void main(String[] args) {

        Vehicle bike = new Bike(new PeakHourStrategy());

        Vehicle auto = new Auto(new HolidayStrategy());

        Vehicle cab = new Cab(new NormalStrategy());

        bike.startRide();

        System.out.println("Bike Fare: ₹" + bike.calculateFare(10));

        bike.endRide();

        auto.startRide();

        System.out.println("Auto Fare: ₹" + auto.calculateFare(10));

        auto.endRide();

        cab.startRide();

        System.out.println("Cab Fare: ₹" + cab.calculateFare(10));

        cab.endRide();

    }

}

17) Design a University Staff Management System using a base class Staff and derived classes Professor, AdministrativeStaff, and MaintenanceStaff.  
 Override methods like displayDetails() and calculateBonus() differently in each subclass using polymorphism.  
 Use a list of base class pointers or references to manage multiple staff objects and demonstrate runtime polymorphism.  
 (Advanced) Implement a promote() method with different behaviors in each subclass.

import java.util.\*;

// Base class

class Staff {

    String name;

    double salary;

    Staff(String name, double salary) {

        this.name = name;

        this.salary = salary;

    }

    void displayDetails() {

        System.out.println("Name: " + name + ", Salary: " + salary);

    }

    double calculateBonus() {

        return 0; // Base class has no bonus

    }

    void promote() {

        System.out.println("Promotion policy for general staff.");

    }

}

// Professor subclass

class Professor extends Staff {

    String subject;

    Professor(String name, double salary, String subject) {

        super(name, salary);

        this.subject = subject;

    }

    @Override

    void displayDetails() {

        System.out.println("Professor: " + name + ", Subject: " + subject + ", Salary: " + salary);

    }

    @Override

    double calculateBonus() {

        return salary \* 0.20; // 20% bonus

    }

    @Override

    void promote() {

        System.out.println(name + " is promoted to Senior Professor.");

    }

}

// AdministrativeStaff subclass

class AdministrativeStaff extends Staff {

    String department;

    AdministrativeStaff(String name, double salary, String department) {

        super(name, salary);

        this.department = department;

    }

    @Override

    void displayDetails() {

        System.out.println("Admin Staff: " + name + ", Department: " + department + ", Salary: " + salary);

    }

    @Override

    double calculateBonus() {

        return salary \* 0.10; // 10% bonus

    }

    @Override

    void promote() {

        System.out.println(name + " is promoted to Senior Admin Officer.");

    }

}

// MaintenanceStaff subclass

class MaintenanceStaff extends Staff {

    String shift;

    MaintenanceStaff(String name, double salary, String shift) {

        super(name, salary);

        this.shift = shift;

    }

    @Override

    void displayDetails() {

        System.out.println("Maintenance Staff: " + name + ", Shift: " + shift + ", Salary: " + salary);

    }

    @Override

    double calculateBonus() {

        return salary \* 0.05; // 5% bonus

    }

    @Override

    void promote() {

        System.out.println(name + " is promoted to Supervisor.");

    }

}

// Main class

public class University {

    public static void main(String[] args) {

        // List of base class references

        List<Staff> staffList = new ArrayList<>();

        staffList.add(new Professor("Dr. Ahuja", 90000, "AI & ML"));

        staffList.add(new AdministrativeStaff("Mr. Mehta", 50000, "Admissions"));

        staffList.add(new MaintenanceStaff("Ravi", 30000, "Night"));

        // Polymorphic behavior

        for (Staff staff : staffList) {

            staff.displayDetails();

            System.out.println("Bonus: " + staff.calculateBonus());

            staff.promote();

            System.out.println("------------------------");

        }

    }

}

18)

1. Create a class Rectangle with attributes length and breadth. Write a constructor that uses this keyword to initialize the attributes. Also, create a method compareArea(Rectangle r) that compares the area of two rectangles.
2. Create a class MathOperations with:

* A static method square(int n) that returns the square of a number.
* An instance method cube(int n) that returns the cube of a number. Write a Java program that demonstrates calling both static and instance methods properly.
* // Rectangle class
* class Rectangle {
* int length;
* int breadth;
* // Constructor using 'this' keyword
* Rectangle(int length, int breadth) {
* this.length = length;
* this.breadth = breadth;
* }
* // Method to compare area with another rectangle
* void compareArea(Rectangle r) {
* int area1 = this.length \* this.breadth;
* int area2 = r.length \* r.breadth;
* if (area1 > area2) {
* System.out.println("Current rectangle has a larger area.");
* } else if (area1 < area2) {
* System.out.println("Given rectangle has a larger area.");
* } else {
* System.out.println("Both rectangles have the same area.");
* }
* }
* }
* // MathOperations class
* class MathOperations {
* // Static method to return square of a number
* static int square(int n) {
* return n \* n;
* }
* // Instance method to return cube of a number
* int cube(int n) {
* return n \* n \* n;
* }
* }
* // Main class to test both functionalities
* public class RectangleAndMathOp {
* public static void main(String[] args) {
* // Test Rectangle comparison
* Rectangle rect1 = new Rectangle(5, 4);
* Rectangle rect2 = new Rectangle(6, 3);
* rect1.compareArea(rect2);
* // Test MathOperations
* int num = 3;
* // Call static method
* int squareResult = MathOperations.square(num);
* System.out.println("Square of " + num + " is: " + squareResult);
* // Call instance method
* MathOperations mathOp = new MathOperations();
* int cubeResult = mathOp.cube(num);
* System.out.println("Cube of " + num + " is: " + cubeResult);
* }
* }

1. Create a Java program for a seating system in a cinema hall represented by a 2D array (rows × columns).

* Mark all seats as available (e.g., 0) initially.
* Allow the user to book seats by marking them as booked (e.g., 1).
* Display the current seat map (matrix form).
* Add functionality to check if a given seat is available before booking.
* import java.util.Scanner;
* public class CinemaSeating {
* public static void main(String[] args) {
* Scanner sc = new Scanner(System.in);
* // Define number of rows and columns in the cinema hall
* int rows = 5, cols = 5;
* int[][] seats = new int[rows][cols]; // All seats initialized to 0
* while (true) {
* System.out.println("\n--- Cinema Seating System ---");
* System.out.println("1. Book a seat");
* System.out.println("2. Show seat map");
* System.out.println("3. Exit");
* System.out.print("Enter your choice: ");
* int choice = sc.nextInt();
* if (choice == 1) {
* System.out.print("Enter row (0 to " + (rows - 1) + "): ");
* int row = sc.nextInt();
* System.out.print("Enter column (0 to " + (cols - 1) + "): ");
* int col = sc.nextInt();
* if (row >= 0 && row < rows && col >= 0 && col < cols) {
* if (seats[row][col] == 0) {
* seats[row][col] = 1;
* System.out.println("Seat booked successfully!");
* } else {
* System.out.println("Seat already booked!");
* }
* } else {
* System.out.println("Invalid seat position!");
* }
* } else if (choice == 2) {
* System.out.println("\nSeat Map (0 = Available, 1 = Booked):");
* for (int i = 0; i < rows; i++) {
* for (int j = 0; j < cols; j++) {
* System.out.print(seats[i][j] + " ");
* }
* System.out.println();
* }
* } else if (choice == 3) {
* System.out.println("Exiting the system.");
* break;
* } else {
* System.out.println("Invalid choice! Try again.");
* }
* }
* sc.close();
* }
* }

20)

Develop a Java program that takes a paragraph input from the user and:

* Remove all vowels (a, e, i, o, u) from the paragraph using StringBuilder.
* Efficiently update the paragraph after each deletion.
* Finally, display the transformed paragraph along with the count of characters removed.
* import java.util.Scanner;
* public class VowelRemoval {
* public static void main(String[] args) {
* Scanner scanner = new Scanner(System.in);
* // Take input from the user
* System.out.println("Enter a paragraph:");
* String paragraph = scanner.nextLine();
* // Initialize StringBuilder with the original paragraph
* StringBuilder transformedParagraph = new StringBuilder(paragraph);
* // Count of removed vowels
* int removedCount = 0;
* // Loop through the paragraph and remove vowels
* for (int i = 0; i < transformedParagraph.length(); i++) {
* char currentChar = transformedParagraph.charAt(i);
* // Check if the current character is a vowel (both lowercase and uppercase)
* if (isVowel(currentChar)) {
* transformedParagraph.deleteCharAt(i); // Remove the vowel
* removedCount++; // Increment the removed vowel count
* i--; // Adjust index after removal
* }
* }
* // Display the transformed paragraph and the count of removed characters
* System.out.println("Transformed Paragraph: " + transformedParagraph);
* System.out.println("Total Characters Removed: " + removedCount);
* }
* // Helper method to check if a character is a vowel
* public static boolean isVowel(char c) {
* c = Character.toLowerCase(c); // Convert to lowercase for uniform comparison
* return c == 'a' || c == 'e' || c == 'i' || c == 'o' || c == 'u';
* }
* }

1. Create a base class `Employee` with attributes: name, id, and basicSalary, along with methods `displayDetails()` and `calculateSalary()`. Derive two subclasses: `Manager` with an additional bonus attribute and `Developer` with a projectAllowance attribute. Override the `calculateSalary()` method in both subclasses to include their respective additional amounts. In the main method, create objects of Manager and Developer, and call `displayDetails()` for each. Demonstrate polymorphism by invoking `calculateSalary()` using base class references and display the total salary.
2. // Base class
3. class Employees {
4. String name;
5. int id;
6. double basicSalary;
7. Employees(String name, int id, double basicSalary) {
8. this.name = name;
9. this.id = id;
10. this.basicSalary = basicSalary;
11. }
12. void displayDetails() {
13. System.out.println("Name: " + name);
14. System.out.println("ID: " + id);
15. System.out.println("Basic Salary: " + basicSalary);
16. }
17. double calculateSalary() {
18. return basicSalary;
19. }
20. }
21. // Subclass: Manager
22. class Manager extends Employees {
23. double bonus;
24. Manager(String name, int id, double basicSalary, double bonus) {
25. super(name, id, basicSalary);
26. this.bonus = bonus;
27. }
28. @Override
29. double calculateSalary() {
30. return basicSalary + bonus;
31. }
32. }
33. // Subclass: Developer
34. class Developer extends Employees {
35. double projectAllowance;
36. Developer(String name, int id, double basicSalary, double projectAllowance) {
37. super(name, id, basicSalary);
38. this.projectAllowance = projectAllowance;
39. }
40. @Override
41. double calculateSalary() {
42. return basicSalary + projectAllowance;
43. }
44. }
45. // Main class
46. public class Company {
47. public static void main(String[] args) {
48. // Creating Manager and Developer objects
49. Employees emp1 = new Manager("Alice", 101, 50000, 10000);
50. Employees emp2 = new Developer("Bob", 102, 40000, 8000);
51. // Display details and calculate salary using polymorphism
52. System.out.println("--- Manager Details ---");
53. emp1.displayDetails();
54. System.out.println("Total Salary: " + emp1.calculateSalary());
55. System.out.println("\n--- Developer Details ---");
56. emp2.displayDetails();
57. System.out.println("Total Salary: " + emp2.calculateSalary());
58. }
59. }

22)

Create a class BankAccount with the following attributes and methods:

Attributes:

accountNumber (String)

balance (double)

Methods:

A constructor that initializes the accountNumber and balance.

A method withdraw(double amount) that:

Throws an ArithmeticException if the withdrawal amount is greater than the current balance.

Throws an IllegalArgumentException if the withdrawal amount is less than or equal to zero.

In the main() method:

Create an object of the BankAccount class with an initial balance.

Use try-catch blocks to handle the following scenarios:

Catch the ArithmeticException and display a message "Insufficient funds for withdrawal."

Catch the IllegalArgumentException and display a message "Invalid withdrawal amount."

After handling the exception, allow the program to continue running.

Display the current balance after each operation.

class BankAccounts {

    String accountNumber;

    double balance;

    // Constructor

    BankAccounts(String accountNumber, double balance) {

        this.accountNumber = accountNumber;

        this.balance = balance;

    }

    // Withdraw method

    void withdraw(double amount) {

        if (amount <= 0) {

            throw new IllegalArgumentException("Amount must be greater than zero.");

        }

        if (amount > balance) {

            throw new ArithmeticException("Not enough balance.");

        }

        balance -= amount;

        System.out.println("Withdrawal of " + amount + " successful.");

    }

    // Method to display current balance

    void displayBalance() {

        System.out.println("Current Balance: " + balance);

    }

}

// Main class

public class BankDemo {

    public static void main(String[] args) {

        BankAccounts myAccount = new BankAccounts("ACC123", 1000.0);

        // First attempt: invalid (negative amount)

        try {

            myAccount.withdraw(-200);

        } catch (IllegalArgumentException e) {

            System.out.println("Invalid withdrawal amount.");

        } catch (ArithmeticException e) {

            System.out.println("Insufficient funds for withdrawal.");

        }

        myAccount.displayBalance();

        // Second attempt: invalid (exceeds balance)

        try {

            myAccount.withdraw(1500);

        } catch (IllegalArgumentException e) {

            System.out.println("Invalid withdrawal amount.");

        } catch (ArithmeticException e) {

            System.out.println("Insufficient funds for withdrawal.");

        }

        myAccount.displayBalance();

        // Third attempt: valid withdrawal

        try {

            myAccount.withdraw(500);

        } catch (IllegalArgumentException e) {

            System.out.println("Invalid withdrawal amount.");

        } catch (ArithmeticException e) {

            System.out.println("Insufficient funds for withdrawal.");

        }

        myAccount.displayBalance();

    }

}

23)

Create a class Printer with a method printNumbers() that prints the numbers from 1 to 10 with a small delay between each number (use Thread.sleep(500) to simulate the delay).

Create two threads:

One thread will call the printNumbers() method and print numbers from 1 to 10.

The second thread will call the printNumbers() method and also print numbers from 1 to 10.

In the main() method:

Create two Printer objects.

Create two threads and start them to execute the printNumbers() method concurrently.

Ensure that the numbers from both threads are printed without any interruption.

* Additional attribute: department (String)
* class Printer {
* String department;
* Printer(String department) {
* this.department = department;
* }
* // Synchronized method to avoid interruption
* synchronized void printNumbers() {
* System.out.println("Printing numbers for department: " + department);
* for (int i = 1; i <= 10; i++) {
* System.out.println(department + " - " + i);
* try {
* Thread.sleep(500); // 0.5 second delay
* } catch (InterruptedException e) {
* System.out.println("Thread interrupted");
* }
* }
* }
* }
* // Thread class that uses Printer
* class PrinterTask extends Thread {
* Printer printer;
* PrinterTask(Printer printer) {
* this.printer = printer;
* }
* @Override
* public void run() {
* printer.printNumbers();
* }
* }
* // Main class
* public class Printers {
* public static void main(String[] args) {
* // Creating two Printer objects with different departments
* Printer printer1 = new Printer("HR");
* Printer printer2 = new Printer("IT");
* // Creating two threads
* Thread t1 = new PrinterTask(printer1);
* Thread t2 = new PrinterTask(printer2);
* // Start the threads
* t1.start();
* t2.start();
* }
* }

24) Create a Java program to demonstrate access modifiers (private, public, protected, and default).

1. Class Person:  
   * Attributes:  
     + name (private), age (public), address (protected), phoneNumber (default)
   * Methods:  
     + Constructor to initialize all attributes.
     + displayDetails() (public) to display name, age, and address.
     + updatePhoneNumber() (public) to update phoneNumber.
2. Class Employee (extends Person):  
   * Additional attribute: employeeId (public)
   * Override displayDetails() to include employeeId.
3. In the main() method:  
   * Create an Employee object and demonstrate access to attributes and methods using different access modifiers.
4. // Base class
5. class Person {
6. private String name;           // Private
7. public int age;                // Public
8. protected String address;      // Protected
9. String phoneNumber;           // Default (package-private)
10. // Constructor to initialize all attributes
11. public Person(String name, int age, String address, String phoneNumber) {
12. this.name = name;
13. this.age = age;
14. this.address = address;
15. this.phoneNumber = phoneNumber;
16. }
17. // Public method to display name, age, and address
18. public void displayDetails() {
19. System.out.println("Name: " + name);  // Accessing private attribute inside class
20. System.out.println("Age: " + age);
21. System.out.println("Address: " + address);
22. }
23. // Public method to update phone number
24. public void updatePhoneNumber(String newNumber) {
25. phoneNumber = newNumber;
26. }
27. }
28. // Derived class
29. class Employee extends Person {
30. public String employeeId;  // Public attribute
31. // Constructor
32. public Employee(String name, int age, String address, String phoneNumber, String employeeId) {
33. super(name, age, address, phoneNumber);
34. this.employeeId = employeeId;
35. }
36. // Override displayDetails method to include employeeId
37. @Override
38. public void displayDetails() {
39. super.displayDetails(); // Call parent display
40. System.out.println("Employee ID: " + employeeId);
41. }
42. }
43. // Main class
44. public class AccessModifiers {
45. public static void main(String[] args) {
46. // Create an Employee object
47. Employee emp = new Employee("Alice", 30, "Pune", "9876543210", "EMP123");
48. // Accessing public method
49. emp.displayDetails();
50. // Accessing and updating public field
51. emp.age = 31;
52. System.out.println("Updated Age: " + emp.age);
53. // Updating phone number using public method
54. emp.updatePhoneNumber("9998887776");
55. // Accessing protected field (allowed since Employee is a subclass)
56. System.out.println("Protected Address: " + emp.address);
57. // Accessing default (package-private) field
58. System.out.println("Default Phone Number: " + emp.phoneNumber);
59. // ❌ The following would give error because `name` is private:
60. // System.out.println(emp.name); // Not allowed
61. }
62. }

25)

1) Create an application for employee management with the following classes:

a) Create an Employee class with following attributes and behaviors:

i) int empId  
 ii) String empName  
 iii) String email  
 iv) String gender  
 v) float salary  
 vi) void GetEmployeeDetails() -> prints employee details

b) Create one more class EmployeeDB with the following attributes and behaviors:  
 i) ArrayList list;  
 ii) boolean addEmployee(Employee e) -> adds the employee object to the collection  
 iii) boolean deleteEmployee(int empId) -> delete the employee object from the collection with the given empid  
 iv) String showPaySlip(int empId) -> returns the payslip of the employee with the given empId

import java.util.ArrayList;

// Employee class

class Employeee {

    int empId;

    String empName;

    String email;

    String gender;

    float salary;

    // Constructor

    public Employeee(int empId, String empName, String email, String gender, float salary) {

        this.empId = empId;

        this.empName = empName;

        this.email = email;

        this.gender = gender;

        this.salary = salary;

    }

    // Method to print employee details

    public void getEmployeeDetails() {

        System.out.println("ID: " + empId);

        System.out.println("Name: " + empName);

        System.out.println("Email: " + email);

        System.out.println("Gender: " + gender);

        System.out.println("Salary: Rs. " + salary);

    }

}

// EmployeeDB class

class EmployeeDB {

    ArrayList<Employeee> list = new ArrayList<>();

    // Add an employee

    public boolean addEmployee(Employeee e) {

        return list.add(e);

    }

    // Delete an employee by ID

    public boolean deleteEmployee(int empId) {

        for (Employeee e : list) {

            if (e.empId == empId) {

                list.remove(e);

                return true;

            }

        }

        return false;

    }

    // Show pay slip

    public String showPaySlip(int empId) {

        for (Employeee e : list) {

            if (e.empId == empId) {

                return "PaySlip for Employee ID " + empId + ": Rs. " + e.salary;

            }

        }

        return "Employee not found.";

    }

}

// Main class

public class EmployeeManagementApp {

    public static void main(String[] args) {

        // Create Employee objects

        Employeee e1 = new Employeee(101, "Alice", "alice@example.com", "Female", 50000f);

        Employeee e2 = new Employeee(102, "Bob", "bob@example.com", "Male", 60000f);

        // Create the database

        EmployeeDB db = new EmployeeDB();

        // Add employees

        db.addEmployee(e1);

        db.addEmployee(e2);

        // Display employee details

        System.out.println("\nEmployee Details:");

        e1.getEmployeeDetails();

        System.out.println();

        e2.getEmployeeDetails();

        // Show payslip

        System.out.println("\n" + db.showPaySlip(101));

        // Delete employee

        boolean deleted = db.deleteEmployee(102);

        System.out.println("\nEmployee 102 deleted: " + deleted);

        // Try showing payslip for deleted employee

        System.out.println(db.showPaySlip(102));

    }

}

26)

You are given a sorted integer array nums in non-decreasing order. Your task is to remove the duplicate elements in-place such that each element appears only once, and return the new length of the modified array.

You must not allocate extra space for another array; you must do this by modifying the input array in-place with O(1) extra memory.

After removing the duplicates, the first part of the array should contain the unique elements, and the remaining elements can be left as any value (underscores \_ or any arbitrary values).

### Example:

Input: nums = [0,0,1,1,1,2,2,3,3,4]

Output: 5, nums = [0,1,2,3,4,\_,\_,\_,\_,\_]

public class RemoveDuplicates {

    public static int removeDuplicates(int[] nums) {

        // Edge case: if the array is empty, return 0

        if (nums.length == 0) {

            return 0;

        }

        int i = 0; // Pointer to track the last unique element's index

        for (int j = 1; j < nums.length; j++) {

            // If we find a unique element

            if (nums[j] != nums[i]) {

                i++; // Move the pointer to the next unique element's position

                nums[i] = nums[j]; // Update the unique element at nums[i]

            }

        }

        // Return the length of the array after removing duplicates

        return i + 1;

    }

    public static void main(String[] args) {

        int[] nums = {0, 0, 1, 1, 1, 2, 2, 3, 3, 4};

        // Remove duplicates and get the new length

        int newLength = removeDuplicates(nums);

        // Print the new length

        System.out.println("New length: " + newLength);

        // Print the modified array (first part with unique elements)

        System.out.print("Modified array: ");

        for (int i = 0; i < newLength; i++) {

            System.out.print(nums[i] + " ");

        }

        // Optionally, print underscores for the rest of the array

        for (int i = newLength; i < nums.length; i++) {

            System.out.print("\_ ");

        }

    }

}

27)

Write a class MathOperation which accepts 5 integers through the command line.  
Create an array using these parameters.  
Loop through the array and obtain the sum and average of all the elements and display the result.

Handle various exceptions that may arise such as:

* ArithmeticException
* NumberFormatException
* and other relevant exceptions.
* import java.util.Scanner;
* public class Average {
* public static void main(String[] args) {
* Scanner scanner = new Scanner(System.in);
* int[] nums = new int[5];
* int sum = 0;
* double average = 0.0;
* try {
* // Prompt the user for 5 integers
* System.out.println("Please enter 5 integers:");
* for (int i = 0; i < 5; i++) {
* System.out.print("Enter integer " + (i + 1) + ": ");
* nums[i] = scanner.nextInt();
* }
* // Calculate the sum
* for (int num : nums) {
* sum += num;
* }
* // Calculate the average
* if (nums.length != 0) {
* average = sum / (double) nums.length;
* }
* // Display results
* System.out.println("Sum: " + sum);
* System.out.println("Average: " + average);
* } catch (NumberFormatException e) {
* System.out.println("Error: Please enter valid integers.");
* } catch (ArithmeticException e) {
* System.out.println("Error: Arithmetic exception occurred.");
* } catch (Exception e) {
* System.out.println("An unexpected error occurred: " + e.getMessage());
* } finally {
* scanner.close(); // Close the scanner to prevent resource leak
* }
* }
* }

28)

Create a base class named Fruit with the following attributes:

* name (String)
* taste (String)
* size (String)

Define a method eat() in the Fruit class that prints the name and taste of the fruit.

Now, create two subclasses, Apple and Orange, that inherit from the Fruit class.  
 Override the eat() method in each subclass to display the specific taste of that fruit.

// Base class Fruit

class Fruit {

    String name;

    String taste;

    String size;

    // Constructor for Fruit class to initialize attributes

    public Fruit(String name, String taste, String size) {

        this.name = name;

        this.taste = taste;

        this.size = size;

    }

    // Method to print the name and taste of the fruit

    void eat() {

        System.out.println("Name of fruit is: " + name);

        System.out.println("Taste is: " + taste);

    }

}

// Subclass Apple inherits from Fruit

class Apple extends Fruit {

    // Constructor for Apple class

    public Apple(String name, String taste, String size) {

        super(name, taste, size);

    }

    @Override

    void eat() {

        System.out.println("Apples are sweet.");

    }

}

// Subclass Orange inherits from Fruit

class Orange extends Fruit {

    // Constructor for Orange class

    public Orange(String name, String taste, String size) {

        super(name, taste, size);

    }

    @Override

    void eat() {

        System.out.println("Oranges are tangy and sweet.");

    }

}

// Main class to test the implementation

public class Fruits {

    public static void main(String[] args) {

        // Create objects of Apple and Orange with specific attributes

        Fruit apple = new Apple("Apple", "Sweet", "Medium");

        Fruit orange = new Orange("Orange", "Tangy and Sweet", "Medium");

        // Call the eat method to display the fruit's taste

        apple.eat();

        orange.eat();

    }

}

29)

Given a number N, the task is to count the number of unique digits in the given number.

Examples:

*Input: N = 22342 Output: 2*

*Explanation: The digits 3 and 4 occurs only once. Hence, the output is 2.*

*Input: N = 99677 Output:1  
 Explanation: The digit 6 occurs only once. Hence, the output is 1.*

import java.util.Scanner;

public class UniqueDigitCounter {

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        // User input

        System.out.print("Enter a number: ");

        String number = scanner.nextLine();

        // Array to count digit frequencies (0 to 9)

        int[] count = new int[10];

        // Count the frequency of each digit

        for (int i = 0; i < number.length(); i++) {

            char ch = number.charAt(i);

            if (Character.isDigit(ch)) {

                int digit = ch - '0';

                count[digit]++;

            }

        }

        // Count how many digits appeared only once

        int uniqueCount = 0;

        for (int i = 0; i < 10; i++) {

            if (count[i] == 1) {

                uniqueCount++;

            }

        }

        System.out.println("Number of unique digits: " + uniqueCount);

    }

}

30)

Given an array of positive integers nums and a positive integer target, return the minimal length of a subarray whose sum is greater than or equal to target. If there is no such subarray, return 0 instead.

Example 1: Input: target = 7, nums = [2,3,1,2,4,3] Output: 2

Example 2: Input: target = 11, nums = [1,1,1,1,1,1,1,1] Output: 0

31)

Write a Java program to receive an integer number as a command-line argument, and print the binary, octal, and hexadecimal equivalents of the given number.

Given Number : 20

Binary equivalent : 10100

Octal equivalent : 24

Hexadecimal equivalent : 14

import java.util.Scanner;

public class NumberConverter {

    public static void main(String[] args) {

        // Create Scanner object to read input

        Scanner scanner = new Scanner(System.in);

        // Prompt the user to enter an integer

        System.out.print("Enter an integer: ");

        int number = scanner.nextInt();

        // Convert to binary, octal, and hexadecimal

        String binary = Integer.toBinaryString(number);

        String octal = Integer.toOctalString(number);

        String hex = Integer.toHexString(number).toUpperCase();

        // Display the results

        System.out.println("Given Number: " + number);

        System.out.println("Binary equivalent: " + binary);

        System.out.println("Octal equivalent: " + octal);

        System.out.println("Hexadecimal equivalent: " + hex);

    }

}

32) Develop an online payment system that supports different payment methods.

Requirements:

1. Create an abstract class Payment with:
   * Attributes: amount, transactionID.
   * Abstract method processPayment().
   * Concrete method showTransactionDetails().
2. Create subclasses:
   * CreditCardPayment (cardNumber, CVV, expiryDate).
   * PayPalPayment (email, password).
   * UPIPayment (UPI ID).
3. Implement the processPayment() method in each subclass to handle payments uniquely.
4. Create a PaymentGateway class to process transactions dynamically.
5. // Abstract Payment Class
6. abstract class Payment {
7. double amount;
8. String transactionID;
9. public Payment(double amount, String transactionID) {
10. this.amount = amount;
11. this.transactionID = transactionID;
12. }
13. // Abstract method
14. public abstract void processPayment();
15. // Concrete method
16. public void showTransactionDetails() {
17. System.out.println("Transaction ID: " + transactionID);
18. System.out.println("Amount: $" + amount);
19. }
20. }
21. // Credit Card Payment
22. class CreditCardPayment extends Payment {
23. String cardNumber;
24. public CreditCardPayment(double amount, String transactionID, String cardNumber) {
25. super(amount, transactionID);
26. this.cardNumber = cardNumber;
27. }
28. @Override
29. public void processPayment() {
30. System.out.println("Processing Credit Card payment...");
31. System.out.println("Card Number: \*\*\*\* \*\*\*\* \*\*\*\* " + cardNumber.substring(cardNumber.length() - 4));
32. showTransactionDetails();
33. }
34. }
35. // PayPal Payment
36. class PayPalPayment extends Payment {
37. String email;
38. public PayPalPayment(double amount, String transactionID, String email) {
39. super(amount, transactionID);
40. this.email = email;
41. }
42. @Override
43. public void processPayment() {
44. System.out.println("Processing PayPal payment...");
45. System.out.println("PayPal Email: " + email);
46. showTransactionDetails();
47. }
48. }
49. // UPI Payment
50. class UPIPayment extends Payment {
51. String upiID;
52. public UPIPayment(double amount, String transactionID, String upiID) {
53. super(amount, transactionID);
54. this.upiID = upiID;
55. }
56. @Override
57. public void processPayment() {
58. System.out.println("Processing UPI payment...");
59. System.out.println("UPI ID: " + upiID);
60. showTransactionDetails();
61. }
62. }
63. // Payment Gateway
64. class PaymentGateway {
65. public void processTransaction(Payment payment) {
66. payment.processPayment();
67. System.out.println("Payment successful!\n");
68. }
69. }
70. // Main Class
71. public class OnlinePaymentSystem {
72. public static void main(String[] args) {
73. PaymentGateway gateway = new PaymentGateway();
74. // Create different payment types
75. Payment creditCard = new CreditCardPayment(150.75, "TXN1001", "1234567812345678");
76. Payment paypal = new PayPalPayment(99.99, "TXN1002", "user@example.com");
77. Payment upi = new UPIPayment(50.00, "TXN1003", "user@upi");
78. // Process transactions
79. gateway.processTransaction(creditCard);
80. gateway.processTransaction(paypal);
81. gateway.processTransaction(upi);
82. }
83. }

33) Design a simple system to calculate the area of different 2D shapes using interfaces in Java.Define an interface named Shape with a method:

Create the following classes that implement the Shape interface:

* Circle with a field radius
* Rectangle with fields length and width
* Triangle with fields base and height

Each class must implement the calculateArea() method according to the respective formula:

* Circle: π × radius²
* Rectangle: length × width
* Triangle: 0.5 × base × height

In the main() method, use polymorphism to create an array of Shape references and call calculateArea() on each.

// Shape Interface

interface Shape {

    double calculateArea();

}

// Circle class

class Circle implements Shape {

    private double radius;

    // Constructor

    public Circle(double radius) {

        this.radius = radius;

    }

    // Area calculation for Circle

    public double calculateArea() {

        return Math.PI \* radius \* radius;

    }

}

// Rectangle class

class Rectangle implements Shape {

    private double length;

    private double width;

    // Constructor

    public Rectangle(double length, double width) {

        this.length = length;

        this.width = width;

    }

    // Area calculation for Rectangle

    public double calculateArea() {

        return length \* width;

    }

}

// Triangle class

class Triangle implements Shape {

    private double base;

    private double height;

    // Constructor

    public Triangle(double base, double height) {

        this.base = base;

        this.height = height;

    }

    // Area calculation for Triangle

    public double calculateArea() {

        return 0.5 \* base \* height;

    }

}

// Main class

public class ShapeAreaCalculator {

    public static void main(String[] args) {

        // Create objects for each shape

        Shape circle = new Circle(5);  // Circle with radius 5

        Shape rectangle = new Rectangle(4, 6);  // Rectangle with length 4, width 6

        Shape triangle = new Triangle(3, 7);  // Triangle with base 3, height 7

        // Calculate and print area for each shape

        System.out.println("Circle Area: " + circle.calculateArea());

        System.out.println("Rectangle Area: " + rectangle.calculateArea());

        System.out.println("Triangle Area: " + triangle.calculateArea());

    }

}

34). simple banking system that handles user withdrawals, including proper use of exception handling and custom exceptions.

#### Requirements:

1. Create a class BankAccount with the following:  
   * Field: double balance
   * Constructor to initialize balance
   * Method:  
       
      If the withdrawal amount is greater than the balance, throw a custom exception named InsufficientFundsException.
   * Otherwise, deduct the amount from the balance.

2. Define a custom exception class:

* Include a constructor that accepts a custom error message.

In the main() method:

* Create a BankAccount object with an initial balance.
* Try to withdraw different amounts (some valid, some invalid).
* Catch the exception and display appropriate error messages.

// Custom exception class for Insufficient Funds

class InsufficientFundsException extends Exception {

    // Constructor accepting a custom error message

    public InsufficientFundsException(String message) {

        super(message);

    }

}

// BankAccount class

class BankAccount {

    private double balance;

    // Constructor to initialize the balance

    public BankAccount(double initialBalance) {

        balance = initialBalance;

    }

    // Method to withdraw an amount

    public void withdraw(double amount) throws InsufficientFundsException {

        if (amount > balance) {

            // This line throws the custom exception if funds are insufficient

            throw new InsufficientFundsException("Insufficient funds! Withdrawal amount exceeds balance.");

        } else {

            balance -= amount;

            System.out.println("Withdrawal successful! New balance: $" + balance);

        }

    }

    // Getter for balance (optional, for displaying the current balance)

    public double getBalance() {

        return balance;

    }

}

public class BankingSystem {

    public static void main(String[] args) {

        // Create a BankAccount object with an initial balance

        BankAccount account = new BankAccount(1000.0); // Initial balance of $1000

        // Try to withdraw different amounts using try-catch

        try {

            // Valid withdrawal

            account.withdraw(500.0); // Withdraw $500

            // Invalid withdrawal (more than the balance)

            account.withdraw(600.0); // Try to withdraw $600, should throw exception

        } catch (InsufficientFundsException e) {

            // This block is executed when an InsufficientFundsException is thrown

            System.out.println("Error: " + e.getMessage());

        }

        // Final balance

        System.out.println("Final balance: $" + account.getBalance());

    }

}

35)

The Citizen class should have following attributes name, id, country, sex, maritalStatus, anualIncome, and economyStatus. Validate the fields if the age is below 18 and country is not ‘India’ throw NonEligibleException and give proper message. Use toString method to display the citizen object in proper format. Use separate packages for Exception and application classes

// Custom Exception class for non-eligibility

class NonEligibleException extends Exception {

    public NonEligibleException(String message) {

        super(message); // Pass the message to the parent exception class

    }

}

// Citizen class with necessary attributes

class Citizen {

    private String name;

    private int id;

    private String country;

    private String sex;

    private String maritalStatus;

    private double annualIncome;

    private String economyStatus;

    private int age;

    // Constructor to initialize Citizen object

    public Citizen(String name, int id, String country, String sex, String maritalStatus, double annualIncome, String economyStatus, int age) {

        this.name = name;

        this.id = id;

        this.country = country;

        this.sex = sex;

        this.maritalStatus = maritalStatus;

        this.annualIncome = annualIncome;

        this.economyStatus = economyStatus;

        this.age = age;

    }

    // Method to check eligibility based on age and country

    public void checkEligibility() throws NonEligibleException {

        // Check if age is below 18 and country is not 'India'

        if (age < 18 && !country.equalsIgnoreCase("India")) {

            throw new NonEligibleException("Citizen is not eligible. Age below 18 and country is not India.");

        }

    }

    // Overriding toString method to display the citizen details in proper format

    @Override

    public String toString() {

        return "Citizen [Name: " + name + ", ID: " + id + ", Country: " + country + ", Sex: " + sex + ", Marital Status: " + maritalStatus +

                ", Annual Income: " + annualIncome + ", Economy Status: " + economyStatus + ", Age: " + age + "]";

    }

}

// Main class to test the Citizen and exception

public class CitizenTest {

    public static void main(String[] args) {

        // Creating a Citizen object

        Citizen citizen = new Citizen("John Doe", 12345, "USA", "Male", "Single", 50000.0, "Middle-Class", 17);

        // Try to validate eligibility and print the Citizen details

        try {

            citizen.checkEligibility(); // This will throw exception if invalid

            System.out.println(citizen.toString()); // Display the citizen details

        } catch (NonEligibleException e) {

            System.out.println(e.getMessage()); // Print exception message

        }

    }

}

36)

A. Write a Java program to remove prime numbers between 1 to 25 from ArrayList using an iterator.

B. Write a Java program to

a. create and traverse (or iterate) ArrayList using for-loop, iterator, and advance for-loop.

b. check if element(value) exists in ArrayList?

c. add element at particular index of ArrayList?

import java.util.ArrayList;

import java.util.Iterator;

public class ArrayListIterator {

    // Part A: Method to check if a number is prime

    public static boolean isPrime(int number) {

        if (number <= 1) return false;

        for (int i = 2; i <= Math.sqrt(number); i++) {

            if (number % i == 0) return false;

        }

        return true;

    }

    public static void main(String[] args) {

        // ---------------- PART A ----------------

        System.out.println("Part A: Remove Prime Numbers from 1 to 25\n");

        ArrayList<Integer> numbers = new ArrayList<>();

        for (int i = 1; i <= 25; i++) {

            numbers.add(i);

        }

        // Remove prime numbers using Iterator

        Iterator<Integer> iterator = numbers.iterator();

        while (iterator.hasNext()) {

            int num = iterator.next();

            if (isPrime(num)) {

                iterator.remove();

            }

        }

        System.out.println("ArrayList after removing prime numbers: " + numbers);

        // ---------------- PART B ----------------

        System.out.println("\nPart B: ArrayList Operations\n");

        // a. Create ArrayList and traverse using:

        ArrayList<String> fruits = new ArrayList<>();

        fruits.add("Apple");

        fruits.add("Banana");

        fruits.add("Cherry");

        fruits.add("Date");

        // i. for-loop

        System.out.println("Traverse using for-loop:");

        for (int i = 0; i < fruits.size(); i++) {

            System.out.println(fruits.get(i));

        }

        // ii. Iterator

        System.out.println("\nTraverse using Iterator:");

        Iterator<String> fruitIterator = fruits.iterator();

        while (fruitIterator.hasNext()) {

            System.out.println(fruitIterator.next());

        }

        // iii. Enhanced for-loop

        System.out.println("\nTraverse using enhanced for-loop:");

        for (String fruit : fruits) {

            System.out.println(fruit);

        }

        // b. Check if element exists

        String searchFruit = "Banana";

        if (fruits.contains(searchFruit)) {

            System.out.println("\nElement '" + searchFruit + "' exists in the ArrayList.");

        } else {

            System.out.println("\nElement '" + searchFruit + "' does not exist in the ArrayList.");

        }

        // c. Add element at particular index

        fruits.add(2, "Mango"); // adding Mango at index 2

        System.out.println("\nArrayList after adding 'Mango' at index 2:");

        for (String fruit : fruits) {

            System.out.println(fruit);

        }

    }

}

37).

Write a Java program that handles various types of exceptions while performing different operations. The application should read data from a file specified by the user, handling potential `FileNotFoundException` and `IOException`. It should also allow the user to input values for arithmetic operations and handle division by zero using `ArithmeticException`. Additionally, implement exception handling for `InputMismatchException` when the user provides invalid input, `ArrayIndexOutOfBoundsException` for accessing invalid indices in arrays, and `NullPointerException` when performing operations on `null` values. The program should provide user-friendly error messages and ensure smooth execution even when exceptions occur.

import java.io.\*;

import java.util.\*;

public class ExceptionHandlingDemo {

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        // 1. File Reading with Exception Handling and Auto-Creation

        System.out.print("Enter the file name to read: ");

        String filename = scanner.nextLine();

        File file = new File(filename);

        if (!file.exists()) {

            try {

                if (file.createNewFile()) {

                    FileWriter writer = new FileWriter(file);

                    writer.write("Sample content: File created because it did not exist.\n");

                    writer.close();

                    System.out.println("Note: File did not exist. A new file was created with sample content.");

                } else {

                    System.out.println("Error: Unable to create file.");

                }

            } catch (IOException e) {

                System.out.println("Error: Failed to create the file due to an I/O error.");

            }

        }

        // Reading the file

        try (BufferedReader reader = new BufferedReader(new FileReader(filename))) {

            System.out.println("\nFile Content:");

            String line;

            while ((line = reader.readLine()) != null) {

                System.out.println(line);

            }

        } catch (IOException e) {

            System.out.println("Error: An I/O error occurred while reading the file.");

        }

        // 2. Arithmetic Operation (Division)

        try {

            System.out.print("\nEnter numerator: ");

            int num = scanner.nextInt();

            System.out.print("Enter denominator: ");

            int denom = scanner.nextInt();

            int result = num / denom;

            System.out.println("Result: " + result);

        } catch (InputMismatchException e) {

            System.out.println("Error: Please enter valid integers.");

            scanner.nextLine(); // Clear the buffer

        } catch (ArithmeticException e) {

            System.out.println("Error: Division by zero is not allowed.");

        }

        // 3. Array Access

        int[] numbers = {10, 20, 30};

        try {

            System.out.print("\nEnter array index to access (0-2): ");

            int index = scanner.nextInt();

            System.out.println("Value at index " + index + ": " + numbers[index]);

        } catch (ArrayIndexOutOfBoundsException e) {

            System.out.println("Error: Index out of bounds. Please enter a valid index.");

        }

        // 4. Null Pointer Handling

        String text = null;

        try {

            System.out.println("Length of text: " + text.length());

        } catch (NullPointerException e) {

            System.out.println("Error: Cannot perform operations on a null object.");

        }

        System.out.println("\nProgram completed successfully.");

        scanner.close();

    }

}

import java.io.\*;

import java.util.\*;

public class ExceptionHandlingDemo {

    public static void main(String[] args) {

        Scanner scanner = new Scanner(System.in);

        // 1. File Reading with Exception Handling

        System.out.print("Enter the file name to read: ");

        String filename = scanner.nextLine();

        try (BufferedReader reader = new BufferedReader(new FileReader(filename))) {

            System.out.println("\nFile Content:");

            String line;

            while ((line = reader.readLine()) != null) {

                System.out.println(line);

            }

        } catch (FileNotFoundException e) {

            System.out.println("Error: File not found. Please check the file name and path.");

        } catch (IOException e) {

            System.out.println("Error: An I/O error occurred while reading the file.");

        }

        // 2. Arithmetic Operation (Division)

        try {

            System.out.print("\nEnter numerator: ");

            int num = scanner.nextInt();

            System.out.print("Enter denominator: ");

            int denom = scanner.nextInt();

            int result = num / denom;

            System.out.println("Result: " + result);

        } catch (InputMismatchException e) {

            System.out.println("Error: Please enter valid integers.");

            scanner.nextLine(); // Clear the buffer

        } catch (ArithmeticException e) {

            System.out.println("Error: Division by zero is not allowed.");

        }

        // 3. Array Access

        int[] numbers = {10, 20, 30};

        try {

            System.out.print("\nEnter array index to access (0-2): ");

            int index = scanner.nextInt();

            System.out.println("Value at index " + index + ": " + numbers[index]);

        } catch (ArrayIndexOutOfBoundsException e) {

            System.out.println("Error: Index out of bounds. Please enter a valid index.");

        }

        // 4. Null Pointer Handling

        String text = null;

        try {

            System.out.println("\nLength of text: " + text.length());

        } catch (NullPointerException e) {

            System.out.println("Error: Cannot perform operations on a null object.");

        }

        System.out.println("\nProgram completed successfully.");

        scanner.close();

    }

}

38)

Create an abstract class Person with:

* Fields: name, age
* Constructor to initialize the fields
* Abstract method:
* Create a class Student that inherits from Person:  
  + Additional fields: rollNumber, course
  + Override the displayDetails() method to print all student details
* Create another class Teacher that also extends Person:  
  + Additional fields: employeeId, subject
  + Override the displayDetails() method to print all teacher details
* Demonstrate encapsulation by making all fields private and using getter and setter methods.
* In the main() method:  
  + Create an array of Person references (use polymorphism).
  + Store both Student and Teacher objects.
  + Call the displayDetails() method for each object using a loop.

abstract class Person {

    private String name;

    private int age;

    public Person(String name, int age){

        this.name = name;

        this.age = age;

    }

    public String getName(){

        return name;

    }

    public void setName(String name){

        this.name = name;

    }

    public int getAge(){

        return age;

    }

    public void setAge(int age){

        this.age = age;

    }

    public abstract void displayDetails();

}

class Student extends Person {

    private int rollNumber;

    private String course;

    public Student(String name, int age, int rollNumber, String course){

        super(name, age);

        this.rollNumber = rollNumber;

        this.course = course;

    }

    public int getRollNumber(){

        return rollNumber;

    }

    public void setRollNumber(int rollNumber){

        this.rollNumber = rollNumber;

    }

    public String getCourse(){

        return course;

    }

    public void setCourse(String course){

        this.course = course;

    }

    @Override

    public void displayDetails(){

        System.out.println("Student Details:");

        System.out.println("Name: " + getName());

        System.out.println("Age: " + getAge());

        System.out.println("Roll Number: " + rollNumber);

        System.out.println("Course: " + course);

        System.out.println();

    }

}

class Teacher extends Person {

    private int employeeId;

    private String subject;

    public Teacher(String name, int age, int employeeId, String subject){

        super(name, age);

        this.employeeId = employeeId;

        this.subject = subject;

    }

    public int getEmployeeId(){

        return employeeId;

    }

    public void setEmployeeId(int employeeId){

        this.employeeId = employeeId;

    }

    public String getSubject(){

        return subject;

    }

    public void setSubject(String subject){

        this.subject = subject;

    }

    @Override

    public void displayDetails(){

        System.out.println("Teacher Details:");

        System.out.println("Name: " + getName());

        System.out.println("Age: " + getAge());

        System.out.println("Employee ID: " + employeeId);

        System.out.println("Subject: " + subject);

        System.out.println();

    }

}

public class StudentTeacher {

    public static void main(String[] args) {

        // Polymorphism: using Person references

        Person[] people = new Person[2];

        people[0] = new Student("Alice", 20, 101, "Computer Science");

        people[1] = new Teacher("Dr. Bob", 45, 5001, "Mathematics");

        for (int i = 0; i < people.length; i++) {

            people[i].displayDetails(); // Dynamic method dispatch

        }

    }

}

1. A) Write a Java program to create a class called Employee with methods called work() and getSalary(). Create a subclass called HRManager that overrides the work() method and adds a new method called addEmployee().
2. Develop a JAVA program to create a class named shape. Create three sub classes namely: circle, triangle and square, each class has two member functions named draw () and erase (). Demonstrate polymorphism concepts by developing suitable methods, defining member data and main program.

// Employee.java

class Employee {

    void work() {

        System.out.println("Employee is working.");

    }

    double getSalary() {

        return 30000.0; // base salary

    }

}

// HRManager.java

class HRManager extends Employee {

    // Overriding the work() method

    @Override

    void work() {

        System.out.println("HR Manager is recruiting new employees.");

    }

    // New method in HRManager

    void addEmployee() {

        System.out.println("New employee has been added to the system.");

    }

}

// Main.java

public class PartA {

    public static void main(String[] args) {

        HRManager hr = new HRManager();

        // Calls overridden work method

        hr.work();

        // Calls inherited getSalary method

        System.out.println("Salary: " + hr.getSalary());

        // Calls HR-specific method

        hr.addEmployee();

    }

}

// Shape.java

class Shape {

    void draw() {

        System.out.println("Drawing a shape.");

    }

    void erase() {

        System.out.println("Erasing a shape.");

    }

}

// Circle.java

class Circle extends Shape {

    @Override

    void draw() {

        System.out.println("Drawing a circle.");

    }

    @Override

    void erase() {

        System.out.println("Erasing a circle.");

    }

}

// Triangle.java

class Triangle extends Shape {

    @Override

    void draw() {

        System.out.println("Drawing a triangle.");

    }

    @Override

    void erase() {

        System.out.println("Erasing a triangle.");

    }

}

// Square.java

class Square extends Shape {

    @Override

    void draw() {

        System.out.println("Drawing a square.");

    }

    @Override

    void erase() {

        System.out.println("Erasing a square.");

    }

}

// Main.java

public class PartB {

    public static void main(String[] args) {

        // Polymorphism: Using Shape reference to refer to subclass objects

        Shape s;

        s = new Circle();

        s.draw();

        s.erase();

        s = new Triangle();

        s.draw();

        s.erase();

        s = new Square();

        s.draw();

        s.erase();

    }

}

1. Develop a JAVA program to create an abstract class Shape with abstract methods calculateArea() and calculatePerimeter(). Create subclasses Circle and Triangle that extend the Shape class and implement the respective methods to calculate the area and perimeter of each shape.

// Abstract class Shape

abstract class Shapee {

    // Abstract methods

    abstract double calculateArea();

    abstract double calculatePerimeter();

}

// Circle class extending Shape

class Circlee extends Shapee {

    double radius;

    // Constructor

    Circlee(double radius) {

        this.radius = radius;

    }

    // Implementing abstract methods

    @Override

    double calculateArea() {

        return Math.PI \* radius \* radius;

    }

    @Override

    double calculatePerimeter() {

        return 2 \* Math.PI \* radius;

    }

}

// Triangle class extending Shape

class Trianglee extends Shapee {

    double sideA, sideB, sideC;

    // Constructor

    Trianglee(double a, double b, double c) {

        this.sideA = a;

        this.sideB = b;

        this.sideC = c;

    }

    // Implementing abstract methods

    @Override

    double calculateArea() {

        double s = (sideA + sideB + sideC) / 2; // Semi-perimeter

        return Math.sqrt(s \* (s - sideA) \* (s - sideB) \* (s - sideC)); // Heron's formula

    }

    @Override

    double calculatePerimeter() {

        return sideA + sideB + sideC;

    }

}

// Main class

public class CircleTriangle {

    public static void main(String[] args) {

        // Create a Circle object

        Shapee circle = new Circlee(5); // Radius = 5

        System.out.println("Circle:");

        System.out.println("Area = " + circle.calculateArea());

        System.out.println("Perimeter = " + circle.calculatePerimeter());

        System.out.println();

        // Create a Triangle object

        Shapee triangle = new Trianglee(3, 4, 5); // Sides: 3, 4, 5

        System.out.println("Triangle:");

        System.out.println("Area = " + triangle.calculateArea());

        System.out.println("Perimeter = " + triangle.calculatePerimeter());

    }

}

1. A) Write a java program to Move all zeroes to end of array

Input: arr[] = {1, 2, 0, 4, 3, 0, 5, 0};

Output: arr[] = {1, 2, 4, 3, 5, 0, 0, 0};

public class MoveZeros {

    public static void moveZeroesToEnd(int[] arr) {

        int count = 0; // Index to keep track of non-zero elements

        // Step 1: Copy all non-zero elements to the front

        for (int i = 0; i < arr.length; i++) {

            if (arr[i] != 0) {

                arr[count] = arr[i];

                count++;

            }

        }

        // Step 2: Fill remaining positions with 0

        while (count < arr.length) {

            arr[count] = 0;

            count++;

        }

    }

    public static void main(String[] args) {

        int[] arr = {1, 2, 0, 4, 3, 0, 5, 0};

        System.out.println("Before:");

        for (int num : arr) {

            System.out.print(num + " ");

        }

        moveZeroesToEnd(arr);

        System.out.println("\nAfter:");

        for (int num : arr) {

            System.out.print(num + " ");

        }

    }

}

B)Write a Java program to create an interface Sortable with a method sort() that sorts an array of integers in ascending order. Create two classes BubbleSort and SelectionSort that implement the Sortable interface and provide their own implementations of the sort() method.

// Define the Sortable interface

interface Sortable {

    void sort(int[] arr);  // Method to sort an array

}

// Implement BubbleSort class that implements Sortable interface

class BubbleSort implements Sortable {

    @Override

    public void sort(int[] arr) {

        int n = arr.length;

        for (int i = 0; i < n - 1; i++) {

            // Last i elements are already in place

            for (int j = 0; j < n - i - 1; j++) {

                // Swap if the element found is greater than the next element

                if (arr[j] > arr[j + 1]) {

                    // Swap arr[j] and arr[j + 1]

                    int temp = arr[j];

                    arr[j] = arr[j + 1];

                    arr[j + 1] = temp;

                }

            }

        }

    }

}

// Implement SelectionSort class that implements Sortable interface

class SelectionSort implements Sortable {

    @Override

    public void sort(int[] arr) {

        int n = arr.length;

        for (int i = 0; i < n - 1; i++) {

            // Find the minimum element in unsorted array

            int minIndex = i;

            for (int j = i + 1; j < n; j++) {

                if (arr[j] < arr[minIndex]) {

                    minIndex = j;

                }

            }

            // Swap the found minimum element with the first element

            int temp = arr[minIndex];

            arr[minIndex] = arr[i];

            arr[i] = temp;

        }

    }

}

// Main class to test both sorting algorithms

public class Sort {

    public static void printArray(int[] arr) {

        for (int num : arr) {

            System.out.print(num + " ");

        }

        System.out.println();

    }

    public static void main(String[] args) {

        // Test array

        int[] arr = {64, 25, 12, 22, 11};

        System.out.println("Original Array:");

        printArray(arr);

        // Using BubbleSort

        Sortable bubbleSort = new BubbleSort();

        bubbleSort.sort(arr);

        System.out.println("Sorted Array using BubbleSort:");

        printArray(arr);

        // Reset the array to original for SelectionSort

        arr = new int[]{64, 25, 12, 22, 11};

        // Using SelectionSort

        Sortable selectionSort = new SelectionSort();

        selectionSort.sort(arr);

        System.out.println("Sorted Array using SelectionSort:");

        printArray(arr);

    }

}

1. A) Write a Java program to create a class called "Book" with instance variables title, author, and price. Implement a default constructor and two parameterized constructors:

One constructor takes the title and author as parameters.

The other constructor takes title, author, and price as parameters.

Print the values of the variables for each constructor.

// Class definition for Book

class Book {

    // Instance variables

    String title;

    String author;

    double price;

    // Default constructor

    public Book() {

        this.title = "Unknown Title";

        this.author = "Unknown Author";

        this.price = 0.0;

    }

    // Constructor with title and author as parameters

    public Book(String title, String author) {

        this.title = title;

        this.author = author;

        this.price = 0.0;  // Default price if not provided

    }

    // Constructor with title, author, and price as parameters

    public Book(String title, String author, double price) {

        this.title = title;

        this.author = author;

        this.price = price;

    }

    // Method to print book details

    public void printBookDetails() {

        System.out.println("Title: " + this.title);

        System.out.println("Author: " + this.author);

        System.out.println("Price: " + this.price);

        System.out.println("----------------------------");

    }

}

// Main class to test the Book class

public class BookTest {

    public static void main(String[] args) {

        // Creating objects using different constructors

        // Using the default constructor

        Book book1 = new Book();

        System.out.println("Using default constructor:");

        book1.printBookDetails();

        // Using the constructor with title and author

        Book book2 = new Book("The Great Gatsby", "F. Scott Fitzgerald");

        System.out.println("Using constructor with title and author:");

        book2.printBookDetails();

        // Using the constructor with title, author, and price

        Book book3 = new Book("1984", "George Orwell", 12.99);

        System.out.println("Using constructor with title, author, and price:");

        book3.printBookDetails();

    }

}

B) Write a Java program to create a class called "TrafficLight" with attributes for color and duration, and methods to change the color and check for red or green.

// TrafficLight class with basic attributes

class TrafficLight {

    private String color;  // Traffic light color

    private int duration;  // Duration in seconds

    // Constructor to initialize color and duration

    public TrafficLight(String color, int duration) {

        this.color = color;

        this.duration = duration;

    }

    // Method to change the color of the traffic light

    public void changeColor(String color) {

        this.color = color;

    }

    // Method to check if the light is red

    public boolean isRed() {

        return color.equals("Red");

    }

    // Method to check if the light is green

    public boolean isGreen() {

        return color.equals("Green");

    }

    // Method to display the current state

    public void displayStatus() {

        System.out.println(color + " light for " + duration + " seconds.");

    }

}

// Main class to test TrafficLight

public class TrafficLights {

    public static void main(String[] args) {

        // Creating a TrafficLight object with initial color and duration

        TrafficLight light = new TrafficLight("Red", 60);

        // Displaying the current light status

        light.displayStatus();

        // Change the color to green

        light.changeColor("Green");

        light.displayStatus();

        // Check the light status

        if (light.isRed()) {

            System.out.println("The light is Red.");

        } else if (light.isGreen()) {

            System.out.println("The light is Green.");

        }

    }

}